**Object oriented programming:**

* it phenomenon of working with real time entities will lead us to work with the concept name called object oriented program language as we are working real time entities the built in data types are not suffienct are enough to store the details of real world entities because the real world entities will have various types, properties, structures, functionalities are present  this all are not suitable to store are manipulate the information in built in data types so that’s why we are going to use the user defined data type called class and object
* through class and object, we are creating our own structure and functionalities

**why oops?**

* to store the data in organized and classify the data to perform the functionalities to data in clear structure
* easy maintains and manipulate the data

By using the oops we can reduce the code difficulty and code reusability

oops following the four principles

* inheritance (acquiring the properties from one class to another class reduce the existing task and code repetition)
* encapsulation (to provide the security to the data)
* polymorphism (code reusability, to perform the many tasks by using one interface)
* abstraction (hiding the implementation of logic)

**Class:**

* it is a stru
* class is a blue print of an instance(object)
* class is a structure or plan to create a object
* class is a user defined data types that specify the states and behaviour of a real time entity
* the states are nothing but property, attributes, data are the real-world entities
* and behaviour is the functionality or operation about real time entity
* class can be created by help “class” keyword by using class we are designing or preparing the template to create an object

**object:**

* an object is a variable of an user defined class type
* object is an instance of a class
* object is a reference of an class memory
* class will specify that what to store and what to do
* object will store what we specify by the class
* object is an real time entity to store the real time data by through class

|  |
| --- |
| syntax: objectname= class classname(arguments)  if we pass the arguments that store inside the object memory |

* when we create the object the controller will create memory inside the value space that object memory have unique address that assign the object name(variable)
* The object name with address is stored the variable space
* What are the class members are available in class memory those members derived object memory
* All the object member are created by through function are constructor or directly we can store the object address

**State or Properties:**

if we consider a employees as a class then the company\_name,regno,MBL(main branch location) all are common for all the employees and name of employee email phone these all the data under the category of specific states of specific employee

States are segregated into 2 categories:

* Generic states(static states/class member/generic attributes/class attributes)
* Specific states(non-static states/object members/specific attributes/object attributes)

1. Generic states: These are the properties that are real world entities and common for all the objects which belong to the class these will be stored at class dict and can be accessed by using the class name and object name
   1. This states are common for class and objects Ex. If we consider a bank as an example bank name location phone isfc loan rate or FD rate of interest will be common for all the customers of the bank so the states are the generic states
      1. These data that stored in the variable which is called as static states
      2. Static states: these variable that contains the generic data that defined for all the real world entities which stores inside class memory and can be accessed by all the members
      3. Modification of generic states written to class name will have an impact on class dict object dictionaries

**Creating the generic attributes of the class**

|  |
| --- |
| **Syntax:**  class Cname:  var1=val1  var2=val2  var3=val3 |

intialization of static states

class apple:

    a=100

    b=200

    c=300

class sample:

    pass

sample.a=100

sample.b=200

sample.c=300

class demo:

    pass

def create\_static(cls):

    cls.a=100

    cls.b=200

    cls.c=300

create\_static(demo)

class pen:

    def create(cls):

        cls.a=100

        cls.b=200

        cls.c=300

pen.create(pen)

class paper:

    @classmethod

    def create(cls):

        cls.a=100

        cls.b=200

        cls.c=300

paper.create()

**Initialize the non-static states:**

Class sample:

Pass

Obj=sample()

Obj.variable=value

Obj.variable1=value1

Class sample:

Pass

Obj=sample()

Def create(self,arg)

Self.variablename=value

Create(obj,arg)

Class sample:

Def create(self,args):

Self.variablename=value

Obj=sample()

Sample.create(obj,arg)

Obj.create()

Class sample:

Def \_\_init\_\_(self,arg):

Self.variablename=arg

Obj=sample(arguments)

So this method must have at least one argument to store the address of an object memory according to industrial standrand we call that with the name called self

Class name:

Def \_\_init\_\_(self)

Self.varname=value

Obj=name()args

Why we need the behaviour?

To specify the data

Inheritance:

It is a phenomenon deriving the properties from one class to another class

It will deriving the states and behaviour from parent class to child class

It is classified into five types

* Single level
* Multi-level
* Hierarchal
* Multiple
* Hybrid

Single level inheritance:

Deriving the properties one parent class to one child class is called single level inheritance

Class b

Class A

Parent class
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child class

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAABOCAMAAADLu7KZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAa5JREFUaEPd1Ftyg0AMBVGz/00HQ2NGwIAeF1xOf8RBysypOK68hmCvV/jIpuD5EZziMVXsMOAYg0yhs3BTjBKlyTxaILNmhUyaJTJnxk4hNbGIVCUTZvQIUBMLf+ETQE0s3GXemF0snCXIqpkhi5+iFFlDk+SR6b0qSx6aPjVNdkyHmif76MWdFbJvnqol8szsX1wjU2iVPDWPLy+TcVRARlEJGUNF5AVq2DDJFYm4YEeyvieI+eszTdab5PmJIHl6pm+RT/cF8uG3lf7D7/n+hJiYr0X/nNzjj3NN2+H8c7q4to3NTYG07f6tSwOx3Upi2MYxa30QtmkxrfVB2FjNL+owbMuOV2kQNnb3kBg2dmN6EsLGbkpOYphYkZjEsLFb0pIYJlZrShLDxKpNSIKYWJlkJIaJ1SYRiWFjt01DYphY7ZOQIG1sjlKQKG1sDhOQKE0sOtVJmCYWvcokzBrzflUSZ435SUUSZ435WTUS5xPj80ok0CfGF1VIoCWml+lIhtcVSChi6ChPQhFDTyKSmSsNycjXr5JMnOXJ1eTZW4FcTJ7cVcjZ5Htvw/AHoG8ZTb+4vs4AAAAASUVORK5CYII=)

Parent class contains x properties all the x properties will derives to child class

Child class has y properties after inherence the child class contains the all the x and y properties